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Abstract—This paper describes a framework to redocumenting legacy source codes and other related software components to support the software maintenance. The framework generates the ontology to enhance the program understanding in semantic levels by defining knowledge which is relevant to the domain of interest. The redocumentation process is done semi automatically which was initiated by the Software Work Products (SWP) and maps out to the metadata and generates it as ontology. Finally, the generated ontology will be mapped to standard software documentation such as the MIL-STD-498 based on the request of the maintainer by using the reasoning tools.
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I. INTRODUCTION

Software redocumentation is one of the approaches used as an aid for program understanding to support the maintenance and evolution. According to Elliot, J.C. et. al. “Redocumentation is a creation or revision of a semantically equivalent representation within the same relative abstraction level”[1]. In other words, redocumenting a code is transformation of one existing (and other documents and stakeholder knowledge) into a new or updated documented code. It therefore becomes an aid for the recovery and recording in software comprehension. Since program comprehension is the most expensive part of the software maintenance, redocumentation is the key to software maintainability. The main goals of the software redocumentation process are threefold. It is firstly used to create alternative views of the system so as to enhance the understanding. For example the generation of a hierarchical data flow[2] or control flow diagram from the source code. Secondly, it is also used to improve the current documentation. Ideally, such documentation should have been produced during the development of the system and updated as the system changes. This, unfortunately, is not usually the case. Thirdly, it also generates documentation for a newly modified program[3]. This is aimed at facilitating future maintenance work on the system which can act as the preventive maintenance. Therefore, understanding of the software system by the system maintainer is important for the software evolution. However, the people involved in software maintenance normally do not participate in the development of the system. The maintainer does not have the domain knowledge of the software system and probably this has an effect on the effectiveness and efficiency on the software maintenance. At presents most solutions is only emphasize the redocumentation on the source code or design level rather than the domain level.

In this scope of the research, there is a need to explore the redocumentation process to produce a standard software documentation to describe the context of the software system or in terms specific concepts of the domain. The models and techniques used should be able to produce the documentation from the SWP. It needs to capture the artifacts from the latest version of the software system by establishing a reverse engineering environment. This will involve the development of the tool to extract the components from the source code and translate them to the component which can present a high level of abstraction in the system of a standard documentation. The new work should be able to view the documentation as a result of the reasoning tool which supports the search and select mechanisms to extract the required knowledge. Software engineers or maintainers should consider these results as an aid in understanding the program for the maintenance task. The remainder of this paper is organized as follows. Section 2 describes the basic model of redocumentation. The ontology based approach used to redocument the source code and other sources while in section 3. The partial implementation scenario is in section 4. It followed by section 5 investigates the related work. The final part of this paper provides the conclusion and suggestions for future work in this research.

II. SOFTWARE REDOCUMENTATION PROCESS

Basically, the redocumentation process uses the reverse engineering architecture to produce the documentation. The basic model for reverse engineering is provided by Robert Arnold of the Software Productivity Symposium[1]. In addition, the model has been restructured to show a detailed knowledge based structure. Mainly, the redocumentation process is viewed as a knowledge rescue process[4] as shown in Fig. 1. The process consists of five main components namely the software work product, the parser, the system knowledge base, the view composer and the software documentation.
A. Software work product (SWP)

The SWP can be the source code, the configuration files, build scripts or auxiliary artifacts. An auxiliary artifact can be a data gathering process, a manual, a job control and graphic user interface which helps to understand the source code. The author in [5], explains the approach for the redocumentation process and emphasizes on the importance of the software work product to produce a documentation for the different types of information.

Fig. 1. Redocumentation process[1]

B. Parser

A parser is used to extract the necessary information from the SWP and store it into the repository or system knowledge base. The importance of the parser is to return the relevant information such as the parser used in [6] to produce the documentation. The parser is mostly used for extracting information from a specific language source code.

C. System Knowledge Based

According to [7], the knowledge base is a collection of simple facts and general rules representing some universal discourse. The purpose of this component is to store the extracted information from the SWP in order to describe the context of the information. This component becomes the heart of the system to allow the tools to access the required information. In other words, all parts of the model are able to access and organize the information from the knowledge base. Previous researches only focus on the knowledge base to make sure the knowledge retrieved mostly supports the most for program understanding. The knowledge base works closely with the knowledge processing to analyses the source code. This is important in extracting the required artifacts documenting the various relationships implicit in the recovering and revealing process of SWP[4]. The processed knowledge is represented by the different types of form such as the data modeling and the procedure or the function. The basic knowledge processing applied in many reverse engineering tools such as Rigi uses the RSF file as a repository and provides the knowledge presentation in a procedural form [8].

D. View Composer

Knowledge produced from the knowledge base is used by the composer to search and select the knowledge that is not presented explicitly. Generally, the view composer is used as a management tool to identify the needed components to produce a new software work product.

E. Software Documentation

Finally the processed knowledge is presented in various forms of documentation to the user (developer, maintainer, software engineer or end user). These range from the directed graph, the annotation, the visualization, and metrics or in documentation. The software components extracted include the modules, the procedures, the classes, the subclasses, the interface, the control flow, the composition and the enslavement. Software documentation can be categorized into the Textual and the Graphics. A textual documentation ranges from the inline style which is written in an informal mode to the personalized views dynamically generated from a document database[9]. HTML or XML are considered as the more flexible forms of the textual documentation which allows to automate the indexing and creates a hyperlink between the document partitions or sections [10, 11]. The least mature type of the graphical documentation is a static image, which may use non-standard representations of the software artifacts and relationships[12]. The most advanced graphical documents are editable by the user, which enable them to create customized representations of the subject system. A software visualization technique is used to present the graphical documentation which helps the maintainer to understand the process.

III. ONTOLOGY BASED APPROACH

The Ontology Based Approach is to produce a schema from the legacy system to describe the context of the software system or in terms of the domain specific concepts. The schema should able to capture the artifacts from the latest version of the software system by establishing a reverse engineering environment. The main objectives of this proposed approach are to:

- present the domain components and describe the relevant concepts to establish the semantic relationship among the components.
- integrate the standard document templates and the
domain components to enhance better communication with the maintainers on the software system.

- enable the software maintainer to search for relevant information within a reasonable time frame.

The Ontology generates the vocabulary for the domain application in the form of a machine readable artifact. The propose framework is as shown Fig. 2 consisting of three levels which are the input, the knowledge transformation process and the outputs. Fundamentally, this approach focuses on the knowledge transformation process and output levels. The main sources which are needed are explained as follows.

A. Input

The input level consists of two main components namely: the source and the parser. The source consists of the source code, database, user manual and the software expert domains. Each component is described as follows:

- **Source Code** - is one of the most reliable components to understand the software system. However it is also required to be adaptable to changes in the program to make sure retrieved knowledge is the latest. Although most medium and large companies practice keeping a record on changes carried out on the source code, but the information is not stored in the repository or machine learning tool.

- **Database** – is another important source which helps to retrieve the related knowledge for the application domains. There are three major resources in the database that can be used for extracting and these are the data dictionary, the data and also the relationship between relations. The query on data and the system table allows the locating of all the three resources above.

- **Documents** - Documents such as the system documentation and user manual are the available components which help to extract high level components. Software documents follow the proper document structure which organizes the chapter, sections and sub sections standard format that is used to extract the knowledge.

- **Software Expert Domains** - such as the maintainer or developer will be able to give input for a higher level of abstraction such as software specifications and requirements. In most organizations, the knowledge software experts keep their valuable knowledge related to the application domain in their mind. Surveys and interview techniques can be used to retrieve this valuable knowledge. Collected data will be transformed into the repository for analysis.

The next component in the input level is the parser. The parser is developed for the extraction of the components from the source code. The existing parser, the Island Grammar Approach is used to reduce the development time for the parser and the return of the relevant information. The Syntax Definition Formalism (SDF) can be used to define the Island Grammar. Using the SDF has a few advantages such as allowing for concise and natural definition of syntax and promoting the modularization of a syntax definition. The SDF extracts the related components and relationship from the source code. Manual analysis using the data dictionary provided by the relational database will be used to extract related data from the relational database.

B. Knowledge Transformation Process

There are three components in the knowledge transformation process which are the metadata, the ontology storage and the reasoning tool. The main concern on this level is to transform the knowledge stored in the schema to ontology. Next to support the user through reasoning tool to generate a better structure of semantic schema and provide efficient knowledge representation. The following describes each of these components in detail.

- **Metadata** – to change the metadata to ontology automatically, the data must be in a structured manner. Therefore the unstructured data retrieved from the source, must be transformed as the structured data. In the metadata there are two major components namely: the standard documentation template metadata and the source metadata. The standard documentation template needs to be defined by the user manually according to the standard document available in software development such as the MIL-STD-498. Each sub section in the standard document will be defined in the metadata. The user will be provided with the tools to allow the user flexibly in defining the metadata. The source metadata consists of the retrieved data from the different sources. The database and source code will be handled by the parser to extract the relevant components. However sources such as the developer, the user manual or the graphical user interface will be defined manually by the user in the source metadata using the interface module given. The main task of the source metadata is to save and manage the extracted components. The most flexible metadata used is the XML schema to wrap all the source and standard documentation in a structured data.

- **Ontology** - this is the heart of the framework in mapping the XML schema onto the ontology. Based on the ontology methodologies, the purpose will be defined as the first step. The purpose will define the knowledge which is relevant to the domain of interest. The conceptualization step needs to identify the basic attributes and competency questions. It structures the domain knowledge as meaningful models at the knowledge level either from scratch or by reusing the existing models. The competency questions identify the requirement that the ontology must address. This step leads to a preliminary ontology containing the description of kind, relations and properties. The next step will be the formalization which will transform the metadata to the formal or semi-computable model. A formal description language will be used to describe the ontology and will be integrated with the interface model. The implementation step builds the computable model in an ontology language. The final step is to validate and refactor the created ontology to make sure the quality and usefulness of the concept for a particular domain is achieved. The Web Ontology Language (OWL) will be used to define, describe and express the ontology. The steps described above will be implemented in creating the ontology for a standard documentation and the domain ontology. Even
though the ontology for the standard documentation and domain ontology are different, it is possible to surpass from one to another by using the domain components as bridge. The related components in the domain ontology are mapped into the section of the standard document. The maintainer will be given features to query and create the intersection between both the ontologies using the ontology reasoner.

- Ontology Reasoner - the maintainer will be given a tool with the ontology inference mechanism capability to search and query the conceptual and semantic levels to access the knowledge that is not presented explicitly. This is an important feature for the proposed approach compared to keyword-based search. The proposed approach makes use of the existing capability of the ontology using the inference rules to implement the intelligent retrieval and improves the rationality and usability of the results. Formalization of such query allows the maintainer to integrate both ontologies to produce the standard documentation containing the view of the software domain model.

C. Output

The output consists of the interface that is used to refine raw or semantically enriched standard documentation. Based on the domain ontology produced and query from the reasoning tool, the standard documentation can be produced such as the MIL-Std-498 standard system documentation. The results from the ontology can be mapped to predefine the components in a standard document structure such as the component description, using the case diagram and descriptions, possible requirement specification, data flow diagram for specific use case, relationship among components using the semantic relationship from the domain point of view. The interface module will be equipped with functions such as the metadata management module, the ontology creator and the browser, the query editor and the documentation viewer. The Table I shows the description for each interface module.

<table>
<thead>
<tr>
<th>No</th>
<th>Interface</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Metadata Management Module</td>
<td>Provides semi-automatic mechanism to create the metadata summarizing the artifacts received from the parser and the other sources. However other sources will be input manually as a metadata.</td>
</tr>
<tr>
<td>2</td>
<td>Ontology Creator and Browser</td>
<td>The ontology creator is accomplished with the generator engine that reads the metadata in order to generate the ontology for the application domain.</td>
</tr>
<tr>
<td>3</td>
<td>Query Editor</td>
<td>Provides the ontology based search or the inference mechanism to allow the user to process the required knowledge source.</td>
</tr>
<tr>
<td>4</td>
<td>Documentation Management Module</td>
<td>Integrates with the query editor to extract the knowledge source from the domain ontology and the document it with the standard documentation.</td>
</tr>
</tbody>
</table>

IV. CASE STUDY

The implementation of this framework is still in the initial stage. A partial implementation of this framework only involves the components with the shaded box as shown in Fig. 3. The partial implementation emphasizes on developing only the domain ontology and generates the documentation for it. To have a clearer understanding on the partial implementation of the shaded box from the Fig. 3 which is extracted and shown in Fig. 4. The whole process is done semi automatically. The detail process of the implementation is described in the following sub sections.

A. Input

As shown in Fig. 4, the source chosen at this stage is only the source code. As we know the source code is more reliable compared to the other sources in the SWP. To evaluate the proposed framework a simple project is conducted by using the Visual Basic 6.0 (VB6). The project developed is for the management of a swimming training centre. Fig. 5 shows the sample modules and classes applied in this project. The lines of codes in this project are approximately 6000 lines. The sample VB6 code is given as an input to the parser termed as the Source Code Extractor and the Metadata Generator (SCEMG) through the Graphical User Interface (GUI) provided in the Fig.6. The SCEMG is divided to 2 main components:

- Source Code Extraction
- Metadata Generator

The Source Code Extraction basically reads and extracts the data required from the source folder. The source folder consists of the Visual Basic Project file, Forms, Modules and other related files. The extracted data is stored in database for metadata generation. Metadata Generator uses the data to generate the metadata as a form of strings in the text file. During this process, the data will be classified as the class hierarchy. This is one of the important steps towards generating ontology.

B. Knowledge Transformation Process

In this phase, the generated metadata will be transformed to the ontology. The strings are passed to the Protégé to store the metadata as an OWL ontology. A Protégé is the software development environment for the OWL ontology. The
generated ontology can be refined to add axioms, object and data properties. The sample source code ontology is generated as shown in Fig. 7 which is defined in the RDF/XML schema. However, to extract only the needed information the reasoning tool is used to query the ontology. Sesame Java API is used as a reasoning tool to query the ontology and retrieve the only needed information in the form of graphs and is represented in a triple pattern.

![Fig. 7. Sample VB6 Source Code Ontology](image)

In this phase, the initial implementation only generates the basic documentation as shown in Fig. 8 which is generated by using the OWLDoc. The OWLDoc is implemented for the Protégé-OWL to generate the documentation for the OWL ontologies. The generated documentation represents the Abstract Syntax of the classes, properties and individuals.

![Fig. 8. Generated Sample Documentation for Source Code Ontology Using OWLDoc](image)

V. RELATED WORK

Some research related to the software redocumentation has been carried out to improve the understanding of the software system. Jochen et al., 2001 [13] used the XML as knowledge based to extract the artifacts from the source code and produced the documentation in line with to the users’ needs. This approach has become a common solution for redocumentation because of the advantage of the XML which can easily transform to different medium. But the abstraction is in the medium level and it will be difficult to show semantically related knowledge of the same domain. Feng and Hongji [14] used Model Driven Engineering (MDE) approach for the extraction of software components in the higher level abstraction such as the class diagram and the activity diagram. However the output of this approach does not use any standard documentation to present the overall...
output. One of the common issues in maintaining the system is to record the changes requested by customer or user occurring in the source code. Rajlich [15] used the incremental redocumentation approach to solve this problem and recorded in the skeleton software documentation. But the abstractions are in the low level and not used by any standard documentation. Shahida Sulaiman [16] presents DocLike Modularized Graph (DMG) approach to visualize the document-like software and the re-documentation imparts the template of the software design documentation that enables users to directly update the description of each section in the Description Panel and its associated graph that is generated automatically. The nearest works to our approach is transforming the legacy schema to the ontology using the meta-framework approach. As described by a Manual Winner, this meta-framework can generate the ontology to improve structures and semantics compared to the original legacy schemas[17]. To produce semantic enrichment of the schemas, this method transforms the legacy scheme using heuristic and refactoring to improve the design and precision of the schemas. However, this method emphasis only on the knowledge base and output level and did not emphasize on the importance of the SWP that can help enrich the metadata to generate ontology and not emphasize on producing the standard documentation or ontology to describe the artifacts in meaningful way.

VI. CONCLUSION AND FUTURE WORK

In this paper we have presented an ontology based approach to redocument the source code and other related software components to a semantic level and mapped it to the software documentation. As an initial effort, the implementation of the framework only emphasizes on the source code. However the process for extracting other SWP components and also developing the documentation ontology (no shaded box in the Fig.3) are still the same process as developing the source code ontology and presentation to the HTML documentation. Our next task is to complete the implementation of this framework and apply the framework for other types of SWP such as the object oriented database. However the implementation will not be fully automated and needs some effort from the user to be involved especially in the input level and knowledge base.
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